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Assignment No. 1 
 
The purpose of this exercise is to familiarize you with the Eclipse environment. First, 
read pages no. 1-21 in the Eclipse handouts (available on the course web-site) and 
perform the little experiments in the handouts. Then, solve the following exercises 
using Eclipse. 
 
 
Exercise 1: 
 
1. Create a new java project, named "assignment1", with the default properties. 
2. Under this project create a new package, named "il.ac.tau.cs.<your use 

name>.assignment1". 
3. Under this package create a new class, named "Exponentiation", and copy the 

following implementation: 
 

public class Exponentiation { 
     /** 
      * Computes the exponential of a given integer.   
      * @param base the integer to be raised to the power  
      * of the given<code>exponent</code>. 
      * @param exponent a positive integer exponent  
      * @return the value of <code>base</code> raised to  

* the power of <code>exponent</code>. 
      */ 
      static int exponent(int base, int exponent) { 
  if (isEven(exponent)) { 
   int tmp = exponent(base, exponent/2); 
   return tmp * tmp; 
  } else { 
   return base * exponent(base, exponent-1); 
  } 
 } 
 
     /** 
      * Determine if the given integer is even 
      * @param n the integer to be determined as even or odd 
      * @return true if the integer is even.  
      * Otherwise, returns false. 
      */ 
 static boolean isEven(int n) { 
  return (n % 2) == 0;  
 } 

} 
 

4. Add a main method that prints to the standard output the value of 45.  
5. Run the program. What is the result? Fix the exponent method and test it on 

other arguments by modifying the main method. 
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Exercise 2: 
 
Prime factorization (also called prime decomposition) is the factorization of an 
integer into its constituent prime numbers. The prime factorization does not include 1, 
but does include every copy of every prime divisor. For example, the prime factorization 
of 36 is 2×2×3×3. 
 

1. Under the "assignment1" package create a new class, named 
"PrimeFactorization", and copy the following implementation:  

 
public class PrimeFactorization { 

/** 
 * Prints to the standard output a list all the prime factors  

  * (divisors) of a given integer. 
  *  
  * @param n the integer to find prime factors for 
  */ 
 static void printFactors(int n) { 
  System.out.print("The prime factors of " + n + " are: "); 
  printFactors(n, 2); 
 } 
  
 /** 

 * Prints to the standard output a list of all the prime 
 * factors of a given integer, <code>n</code>, that are not  
 * smaller than <code>minFactor</code>. 

  *  
  * @param n the integer to find prime factors for 
  * @param minFactor defines the smallest value of a prime 

 * factor of <code>n</code> that will be printed 
  */ 
 static void printFactors(int n, int minFactor) { 
  if (minFactor > n) { 
   return; 
  } 
 
  if (isDivisor(n, minFactor)) { 
   System.out.print(" " + minFactor); 
   printFactors(n / minFactor, minFactor); 
  } else { 
   printFactors(n, minFactor); 
  } 
 } 
 
 /** 
  * Determines if the first given integer (<code>n</code>) is  
  * divisible by the second one (<code>divisor</code>). 
  *  
  * @param n the number to divide 
  * @param divisor the potential divisor 
  * @return true if <code>n</code> is <code>divisable</code>  
  * by <code>divisor</code>. Otherwise, returns false. 
  */ 
 static boolean isDivisor(int n, int divisor) { 
  return (n % divisor) == 0; 
 } 
} 
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2. Add a main method that prints to the standard output a list of all the prime 

factors of 32. Run the program. What is the result? If required, fix the 
printFactors method.  

3. Modify the main method so it will prints to the standard output a list of all the 
prime factors of 27. What is the result? If required, fix the printFactors 
method. 

 
 
Exercise 3: 

Fibonacci sequence is defined as a sequence of numbers (called Fibonacci numbers), 
where each number is the sum of the previous two. In general, the Fibonacci numbers 
are defined by the following F function: 

F(0) = 0  
F(1) = 1  
F(n) = F(n-1) + F(n-2) for all n

≥
2 

The first Fibonacci numbers are: 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89. 

Under the "assignment1" package create a new class, named "Fibonacci", with a 
method that implements the above F function and a main method that prints to the 
standard output the first 20 Fibonacci numbers. 

Submit your program. In a comment at the top, explain what happened when you ran 
the original program, before the fix.  


